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Abstract—This research paper describes a study of using real-
world vulnerabilities to motivate computer science students to-
wards learning secure programming. Given the rise in cybersecu-
rity incidents due to programming errors, there is a pressing need
to improve programmers’ secure programming skills. Despite
educators’ numerous efforts towards this goal, communicating
the importance of this training to students remains a challenge.
Grounding on the theory of intrinsic motivation, we propose
that exposing students to authentic, relatable vulnerabilities can
significantly enhance their learning orientation towards secure
programming. Our approach involves selecting vulnerabilities
from the National Vulnerability Database that are both relatable
to students and understandable without extensive external con-
text. These vulnerabilities are transformed into comprehensive
course modules, each featuring a demonstrative video, source
code snippets of the vulnerability and its patch, and associated
developer communications about the vulnerability. We assess
the impact of one of our course modules on students’ learning
disposition through a study conducted in two universities in
an identical setting. The study results indicate that students
appreciate seeing real-world vulnerabilities in detail, especially
the video we recorded reproducing the vulnerability, and that
they gain in self-efficacy after completing the module.

Index Terms—5.b.vii. Computer science; 8.c. Computing skills;
8.u. Student perception; 12.d.iii. Mixed methods research

I. INTRODUCTION

Cybersecurity attacks and incidents are increasing at an
alarming rate [1], [2]. The Software Engineering Institute
attributes nearly 90% of reported cybersecurity incidents to
programming errors, i.e., defects in the design or imple-
mentation of software [3]. Improving programmers’ secure
programming skills can lead to more robust programs [4], with
significantly fewer attack surfaces.

In recent years, the integration of secure programming into
the introductory curriculum of computer science courses has
become increasingly prevalent [1], [2]. While this integra-
tion marks a positive step towards enhancing programmers’
abilities to create more secure software [4], a significant
challenge remains in ensuring that students not only learn
these principles but also effectively apply them in practi-
cal programming situations and real-world contexts. Despite
some initial exposure to secure programming, many students
struggle to internalize and utilize this knowledge beyond the
classroom. This gap is evident as students often fail to con-
tinue improving and applying their secure programming skills,
particularly when faced with new programming tasks [5]–[7].

To address this issue, it is essential to develop an educational
model that not only imparts secure programming knowledge
but also fosters a strong learning disposition. This involves
cultivating the will or orientation to continually learn and
apply secure programming principles, thereby bridging the gap
from scaffolded classroom examples to novel programming
challenges.

The theory of intrinsic motivation indicates the factors
like contextualization, personalization, and learning choices
can enable learners to improve the depth of engagement in
learning, the amount learned in a fixed time period, and
the perceived competence and levels of aspiration [8], [9].
Following this, we focus on increasing students’ exposure to
real-world vulnerabilities and connecting these to students’
prior life experiences or daily lives, in order to make the
learning experience more meaningful and directly applicable.
We hypothesize that this strategy can increase the students
learning orientation towards secure programming and increase
their self-efficacy towards this task (and the overall cause
of secure programming) due to highly contextualized and
personally relevant learning experiences.

More specifically, in this paper we aim to answer the follow-
ing research question (RQ): Does the authenticity and personal
relevance of the real-world software vulnerabilities improve
the students’ 1) self-efficacy in secure programming and 2)
awareness of the importance of security in programming?
Support for our hypothesis comes from the theory of learning
engagement and the competency-based education model [8]–
[11], i.e., we expect learners to develop a strong learning
disposition for secure programming from personally relevant
content.

To answer this RQ, we first curate real-world security vul-
nerabilities from the National Vulnerability Database (NVD)
that are: 1) relatable and likely to be personally relevant to
students; 2) accompanied by source code for both the vul-
nerability and the patch; 3) understandable without excessive
context about the project or external software libraries. Based
on each curated vulnerability, we create course modules1

that highlights the real-world impact of the vulnerability by
providing the following content: 1) a video recording repro-
ducing the vulnerability and showing how it is exploited; 2)

1https://realvulnerabilityedu.github.io/modules/.



snippets of source code showing the vulnerable and fixed
code with explanations; and 3) additional documents from the
software developers that reported the vulnerability highlighting
their communications to other software users. We study the
impact of the course module via “pre- and post-test” quasi-
experimental design method [12] where we use a pre/post
survey of students in two different universities. The results
of our study indicate that learning more about real-world
vulnerabilities that are relatable to students improves their self-
efficacy (e.g., improving their agreement with the statement “I
understand what secure programming is.”)

II. RELATED WORK

There has been a growing importance of cybersecurity
education in computer science [13]. Cybersecurity represents
a broad spectrum of knowledge and skills, encompassing both
technical and non-technical areas [14]. This paper focuses
on secure programming, a technical area within the broader
fields of robust or defensive programming, which focuses
on designing and implementing resilient software. For secure
programming, robustness is defined with regard to security
policies [4].

There is a rich body of literature on teaching secure
programming [6], [15]–[21]. A few studies demonstrate ap-
proaches to enhance computer science courses and curriculum,
such as integrating secure programming concepts into the
introductory sequence, elective and core computer science
courses, and the entire curriculum [15]–[19]. Accompanying
this is the creation of secure programming modules, labs, or
tools aimed at improving students’ awareness, knowledge, and
skills in secure programming [22]–[26]. Table I summarizes
some of these resources. Beyond this are the development
of novel pedagogy in secure programming. For instance,
out-of-classroom secure programming “clinics” where experts
provide diagnostic reviews of students’ code are shown to
be effective in improving secure programming awareness
and practice [6]. Also, automated methods to provide in-
time feedback to students about security problems in their
program code have been explored as effective tools for learn-
ing secure programming [24], [27]. Segmenting the modules
and incorporating interactive elements could enhance student
completion rates, engagement, and motivation by reducing
cognitive overload that can result in students’ skipping valu-
able information [20].

In addition, researchers have also made progress in under-
standing the students and in improving the students’ readiness
to learn secure programming. For instance, Siraj et al. [28]
suggest that we should teach students to have a security
mindset in addition to secure programming knowledge and
skills. Lam et al. [29] found gaps in students’ knowledge
and skills in securing programming. A particular gap is the
lack of awareness of security vulnerabilities or their effect on
their code. Slusky et al. [30] demonstrated that students’ lack
of security awareness originates from their struggle to apply
security knowledge in real-world scenarios.

Course Module on
MangaDex-Dowloader Vulnerability

(CVE-2022-36082)

Background Lesson on Input Validation
from Towson University's Cyber4All

pre-survey

mid-survey

post-survey

introduction and context
for the vulnerability

description of the vulnerable
code and fix

video reproducing the vulnerability

knowledge check

knowledge check

1.

2.

3.

4.
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Fig. 1: Structure of the course module based on CVE-2022-
36082.

As discussed in Section I, students suffer from the inability
to improve and apply secure programming knowledge and
skills [5], [6]. Interestingly, this observation can also be
extended to professional developers [7]. In order to address
this, we set out to develop a pedagogical approach and course
modules that can cultivate the will or orientation to continually
learn and apply secure programming principles by taking
advantage of real-world vulnerabilities and connecting these
to students’ prior life experiences or daily lives. This approach
distinguishes our paper from prior work.

We argue that by exposing students to real-world security
vulnerabilities that are relevant to their daily experiences, we
can instill in students the importance of secure programming
practices, enrich their security mindset, and empower them to
apply this knowledge in their programming.

III. COURSE MODULE DESIGN

We selected a specific course module to use in our study
that focuses on one of the most common software security
problems: improper input validation. Vulnerabilities based on
improper input validation allow an attacker to take advantage
of software that does not check if potentially dangerous inputs
are safe for processing. We developed a Python script that
examined the publicly disclosed vulnerabilities assigned to
the category: CWE-20: Improper Input Validation [31] for the
following criteria: 1) the vulnerability has a publicly-accessible
GitHub link to the patch (i.e., fix); 2) had a severity score
(based on CVSS-3.0 [32]) of Medium, High, or Critical; 3)
was published in the last 3 years. From the retrieved set, we
manually examined the vulnerability descriptions searching for
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TABLE I: Overview of several popular computer security educational resources.

Name Description

SEED Lab [22] Over 30 publicly-available labs targeted at upper-level undergraduate and undergraduate
computer and information security courses based on several known exploits, among which 6
are about software security

Cyber4all / Security Injec-
tions [23]

Security modules for integrating security across the curriculum; model for teaching secure
coding to introductory programming students, and SPLASH (Secure Programming Logic for
college credit to high school girls). A number of lessons can be found in their publications
and on their Website.

Nice Challenge Project [25] Projects with a narrative-driven scenario, a business environment (workspace), and a set of
technical objectives and/or a written deliverable.

Cyber Threat Hunting [26] 4 cyber threat hunting labs
ES-IDE [24], [27] 1 SQL injection exercises and tutorials for EIDE, an Eclipse IDE plugin for teaching secure

programming

projects or application domains that students could relate to
(e.g., games, popular mobile apps). We finally selected CVE-
2022-36082 [33] as it concerned Manga, which are Japanese
comic books that we believed students would find relatable.
More specifically, CVE-2022-36082 has the following descrip-
tion in the National Vulnerability Database:

mangadex-downloader is a command-line tool to
download manga from MangaDex. When using
‘file:<location>‘ command and ‘<location>‘ is
a web URL location (http, https), mangadex-
downloader between versions 1.3.0 and 1.7.2 will
try to open and read a file in local disk for each line
of website contents. Version 1.7.2 contains a patch
for this issue.

We framed the course module around both CWE-20: Im-
proper Input Validation and CVE-2022-36082. The structure
of the module is shown in Figure 1. We hosted the secure
programming course module on Notion, an online platform
commonly used for note-taking, project management and orga-
nization, and website creation. The course module consisted of
5 parts: 1) pre-survey, 2) lesson on Improper Input Validation
from Cyber4All (first 3 out of 5 sections: Background, Code
Responsibly and Laboratory Assignment) [23], [34], 3) mid-
survey; 4) our course module focused on CVE-2022-36082;
and 5) post-survey. All of the content was either directly
on Notion2 or embedded content within a Notion page, i.e.,
participants did not need to leave Notion to access any
content, including the surveys. All survey pages consisted of
an embedded Google form for each survey to be completed
by the participants.

Our content focused on the MangaDex-Downloader vulner-
ability (CVE-2022-36082) was laid out as follows. We started
our module with a brief introduction providing context for the
vulnerability, followed by a detailed narrative description of
the vulnerability, including the vulnerable code and its fix,
and, finally, by a 4 minute video where we reproduced the
vulnerable version of the software and showed its exploit. We
provided brief knowledge checks, consisting of 1-2 multiple
choice question, between each sections to break up the content

2Notion is a Web host service that we used (see https://www.notion.so/)

and provide some interactivity. The responses to these knowl-
edge checks as well as the 3 surveys provide the means to
answer our research question.

IV. STUDY DESIGN

We performed a study with the goal of measuring the effects
of the course module on student self-efficacy towards secure
programming and their awareness and perceived importance of
secure programming. The study follows a pre- and post-test
quasi-experimental design [12].

a) Participants: For this study, participants were re-
cruited from two distinct universities, all of whom were
enrolled in a programming course (on the level of CS2 or
CS3 courses). The validity of the pre- and post-test design can
suffer from confounding factors, such as history, maturation,
and test effects [35]. The study design of involving two
universities is to offset partially the effect of the confounding
factors and thereby to improve the robustness of the study
by increasing the randomness due to the differences of the
two groups of the students and the uncontrollable factors in
carrying out the study. A total of 60 participants successfully
completed the provided secure programming course module.
Of these, 21 were from one university, and the remaining 39
from the other. The cohort consisted of 5% freshmen, 55%
sophomores, 33% juniors, and 7% seniors. Notably, 90% of
the participants expressed an interest in pursuing a career as a
computer programmer, while the remaining 10% had different
career aspirations.

In general, the study participants appreciated the importance
of secure programming. On the pre-survey statement Secure
programming is important., 39/60 (65%) of the participants
indicated they Strongly Agree, 16/60 (27%) of the partici-
pants indicated they Agree, and 5/60 (8%) of the participants
indicated Neither Disagree nor Agree. However, students were
somewhat less confident in their secure programming skills.
In the study pre-survey, for the statement ”I understand
what a security vulnerability is when programming”, 14/60
(23%) indicated they Strongly Agree, 12/60 (20%) indicated
Agree, 23/60 (38%) Neither Disagree nor Agree, 7/60 (12%)
Disagree, and 4/60 (7%) indicated Strongly Disagree.
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b) Study Protocol: Students worked on the secure pro-
gramming course module independently during class time.
The course module was distributed through the respective
university’s online course platform, where each participant
received a link to the course module. During class, participants
were directed to log in to their course portal, navigate to
the module, and complete each part of the module. The
participants completed the assigned work during one 75-
minute class session.

We opted to focus only a single session, i.e., not to conduct
multiple study sessions with multiple course modules. This
study design choice was made to avoid maturation, i.e.,
students’ learning outcomes tend to improve simply due to
their increased learning maturity over time. Past studies have
observed that the potential effects due to maturation become
greater as the time difference between the pre- and post-tests
increases [36], [37].

c) Data Collection: Data was collected through surveys
embedded within the course module. We positioned three
separate surveys at different stages — Pre, Mid, and Post
— along with the two distinct yet interconnected sections:
”Input Validation” and ”Analysis of Input Validation.” The
survey instruments consisted of open-ended and closed-ended
questions, addressing various aspects of secure programming
and software security vulnerabilities. The closed-ended ques-
tions are rated on a Likert scale. The pre-survey consisted
of 2 Likert questions, and the mid and post-survey consisted
of 17 Likert questions, ranging from 1 (Strongly Disagree)
to 5 (Strongly Agree). For qualitative support, the pre-and
post-surveys contained open-ended questions addressing a
participant’s comprehension of secure programming before
and after completing the entire module. For the ease of the
discussion, we include the common questions in the mid- and
post-surveys in Table II.

We group the Likert-scale questions in a few topics: 1)
Learning and Educational Methods (Q.1 to Q.6): These
questions are about the effectiveness of using real-world
examples to learn secure programming. They explore different
approaches to teaching and understanding secure program-
ming, particularly through practical examples. Included is
also a question about the likelihood of recommending the
course module, which directly pertains to the course itself.
2) Self-Efficacy (Q.7 to Q.12): These questions assess the
respondents’ confidence in their understanding and abilities
regarding secure programming and vulnerability management.
3) Importance and Awareness of Security in Programming
(Q.13 to Q.16): These questions focus on the respondent’s
recognition of the importance of secure programming and their
awareness of security concepts like vulnerabilities and input
validation. This topic gauges the respondent’s understanding
and acknowledgment of security in the context of program-
ming.

A. Data Analysis

In order to answer the research question (Section I), we
adopt a mixed approach to analyze the participants’ responses

TABLE II: Common questions in mid- and post-surveys

No. Question

Course Module and Educational Method:
Q.1 I need a real world example to learn secure programming.
Q.2 Seeing a real-world example of a software security vulner-

ability helps me develop good secure programming skills.
Q.3 Being shown real-world security vulnerabilities in soft-

ware makes you want to program securely.
Q.4 I learn better when provided with a real-world example of

a problem.
Q.5 Exploring a real-world vulnerability help me to better

understand the importance of secure programming.
Q.6 How likely are you to recommend this secure program-

ming course module to another student?

Self-Efficacy:
Q.7 I know how an input validation vulnerability can affect

my program.
Q.8 I believe programs that I have written in the past may

contain security vulnerabilities.
Q.9 I am aware of various types of security vulnerabilities.
Q.10 I will take into account potential security vulnerabilities

when coding.
Q.11 I understand what secure programming is.
Q.12 I know how to program securely.

Awareness of the Importance of Security in Programming:
Q.13 Secure programming is important.
Q.14 A security vulnerability can affect my code.
Q.15 I am aware of different security vulnerabilities that have

affected real-world software.
Q.16 I know what input validation is.

to the surveys. We analyzed the quantitative survey data
obtained from the Likert scale questions to reveal the dif-
ference before and after the participants’ studying the course
module. The participants’ free-text answers to the open-ended
questions were subjected to a comprehensive thematic analysis
to reveal common patterns of the participants’ self-efficacy and
awareness of secure programming and software vulnerabilities.
Thematic analysis is a commonly used method to identify
patterns in data to extract notable themes [38].

V. RESULTS

Based on the study method in Section IV-A, in this section
we present the results of quantitative and qualitative analysis.

A. Quantitative Analysis

To evaluate whether the authenticity and personal relevance
of the real-world software vulnerabilities improve the students’
learning disposition toward secure programming, we compare
the participants’ responses to the common questions in the
mid- and post-surveys. For each shared survey question, we
calculate the difference between each student’s responses, e.g.,
if a participant answered 3 for survey question Q.1 in the mid-
survey, but 4 for the same question in the post-survey, the
difference is 1; however, if the response changed to 4 in the
mid-survey, and then 3 in the post-survey, the difference is -1.
The difference captures the change in a participant’s response
to survey questions before and after taking the real-world
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(2.b) Self-Efficacy

Q.13
Q.14
Q.15
Q.16

43
46
34
41

1

2

8
10

7
9

8
3

12
7

1
5

2 1

  0.673

  0.887

  0.056

  0.211

p-value0

(2.c) Awareness of the Importance of Security in Programming

Fig. 2: Difference between participant’s responses to mid- and
post-surveys. Bar blocks corresponding to 0 differences in
responses is shrunk by a factor of 5 while the others are to
scale.

vulnerability part of the course module. Figure 2 summarizes
the comparison in a bar chart. Each bar characterizes the
differences of the responses to a single question, indicating
the number of participants whose response difference to the
question is ≤ −3, −2, . . ., ≥ 3. To assess the strength
of the evidence, we conducted a Wilcoxon signed-rank test,
a distribution-free nonparametric statistical hypothesis test
method that is frequently used to analyze Likert scale data
with small sample size [39]. In our test, the null hypothesis
posits that the participants’ responses show no improvement.
Our observations are as follows:

a) Course Module and Educational Method.: Figure
2.a reveals that for most questions in this group, i.e., Q.2,
Q.3, Q.5, and Q.6, the response differences tend to favor a
positive trend with a small p-value. Particularly, the p-values
for Q.2, Q.3, and Q.6 are below 0.05. The evidence is stronger
for these survey questions for us to reject the null hypothesis.
The participants’ responses to Q.2 suggest that there should
be a benefit of using the real-world example of a software
security vulnerability in developing secure programming skills.
Furthermore, the changes in the participants’ responses to Q.3

and Q.5 from mid- to post-surveys suggest that there should
be an improvement of the participants’ willingness towards
learning secure program due to the real-world example pre-
sented in the module. However, according to the participants’
responses to questions Q.1 and Q.4, the participants seem
to believe that they can learn secure program without real-
world vulnerability, despite the stronger willingness to learning
secure programming indicated by the other questions.

b) Self-Efficacy: In this group (Figure 2.b), the partic-
ipants had a positive difference in their responses to Q.7,
Q.8, Q.9, Q.11, and Q.12. Among these, except for Q.8, the
hypothesis testing yields small p-values (≤ 0.05), suggesting
a statistically significant trend in the evidence. Given these
results, after observing the real-world vulnerability, the par-
ticipants appear to have formed a stronger belief that input
validation vulnerability can affect their own code (Q.7), to
have developed an improved awareness of security vulnerabil-
ities (Q.9), and to have gained improved confidence in their
ability to program securely (Q.11 and Q.12). However, the
participants do not believe that they can take into account
security vulnerabilities when coding, given their responses to
Q.10. We posit that the discrepancy in the students’ responses
exhibited by Q.10 indicates that students do not believe that
they will need to focus on ensuring their code is secure in their
classwork, as they are typically graded only on satisfying an
assignment’s required functionality.

c) Awareness of the Importance of Security in Pro-
gramming: As shown in Figure 2.c, although the evidence is
weaker than the previous two groups of survey questions, the
participants gave positive responses to Q.15 and Q.16, which
suggests that the participants believe that they understand
the concept of improper input validation and also believe
that security vulnerability affect real-world software. However,
their responses to Q.13 and Q.14 appear to indicate that they
don’t believe security vulnerabilities are important to their
own code, i.e., their homework assignments and class projects,
likely because they believe that these are not considered real-
world software.

B. Qualitative Analysis

In this study, two of the paper’s authors focused specifically
on the thematic analysis of the student answers to the open
ended questions (Table III). They analyzed the responses to
each question, categorizing and interpreting the underlying
themes and patterns observed across related groups of ques-
tions. Following their individual analyses, they engaged in a
comprehensive comparison and discussion of their findings,
combining similar categories and agreeing on labels for the
most prevalent themes. The final themes focus on the student
perspectives on the course module, on their self-efficacy in se-
cure programming, and how students perceive the importance
of secure programming.

a) Course Module and Educational Method.: Partici-
pants had a positive response to the use of real-world examples
in the course module. They appreciated the practicality of
learning through relatable scenarios, citing increased attention
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TABLE III: Post-survey open-ended questions

No. Question

Course Module and Educational Method:
OQ.1 What did you like about the module?
OQ.2 What did you dislike about the module?
OQ.3 How has the real-world example of MangaDex-

Downloader influenced your understanding of input vali-
dation vulnerabilities, and what insights did you gain from
it?

OQ.4 In what ways do you believe the MangaDex-Downloader
Demo video in Part 3 aids in your understanding of
the impact of the input validation vulnerability on the
program?

Self-Efficacy:
OQ.5 How do you believe real-world vulnerabilities emphasize

the significance of your efforts in secure programming?

Awareness of the Importance of Security in Programming:
OQ.6 Do you think that exploring a real-world vulnerability

is beneficial for gaining a better understanding of the
importance of secure programming? Explain, why?

and a deeper understanding of the concepts presented. Partic-
ipant 7 stated, “Being given real world examples helps me
relate to the topic. It makes me think if I have ever been in
any of these situations, thus making me more intrigued in the
topic.” Similarly, Participant 14 stated, “It showed what the
vulnerability actually looks like in real life, and when you
yourself are coding and doing testing, you’re more likely to
spot something that’s not secure, such as that.”

Likewise, participants expressed that using a video demo to
present the real-world vulnerability was beneficial. They found
this multimedia approach was effective, providing a visual
representation that complemented their learning experience.
Participant 57 stated, “The MangaDex Demo video allows
viewers to see the real-time exploitation of a vulnerability.
This can be more impactful than reading about it in text,
as it provides a step-by-step illustration of how an attacker
can take advantage of a weakness in input validation.”, while
Participant 7 noted that “A video always helps me understand
something more rather than reading.”

One shortcoming of the current version of the module
was the lack of hands-on activities related to the real-world
vulnerability. Some of the student participants desired more
in-depth content or practical, hands-on coding experiences
to enhance their learning, e.g., for the question on what
they disliked about the course module Participant 47 simply
indicated: “Lack of hands-on coding opportunities”.

b) Self-Efficacy: Several students emphasized the im-
portance of implementing secure coding practices to prevent
vulnerabilities and security risks. For instance, Participant 4
noted “I know I need to write code that can be full-proof
so there are no potential security risks”. After completing
the course modules participants also recognized the real-
world impact and severe consequences of vulnerabilities, e.g.,
Participant 10 stated “I believe real world vulnerabilities are
crucial to understand and prevent because a small error can

have a negative impact”. Some provided responses that reflect
a sense of personal responsibility and the need for individual
effort in secure programming practices. More specifically,
Participant 13 said, “Real-world vulnerabilities emphasized
my significance in my efforts of secure programming because I
now know the dangers of how a small error on my part could
affect the life of someone else”.

c) Awareness of the Importance of Security in Pro-
gramming: The real-world vulnerability explored in the mod-
ule focused on input validation. We provided the MangaDex-
Downloader software vulnerability as an example to demon-
strate this vulnerability in the real-world. Participants ex-
plained that the example showed how important it is to ensure
that input accepted by users is validated. Participant 4 stated,
“I now see how dangerous input validation vulnerability errors
can be. I know that a lot of code that I have written has plenty
of errors like these, and I should go out of my way to fix
these errors in the future.” Similarly, inspired by the real-world
example, participants developed a heightened awareness of
security vulnerabilities when coding. They have gained insight
into the dangers of improper input validation and expressed
their motivation to program with this security concern in
mind. Participant 33 stated, “MangaDex serves as a valuable
reminder of the significance of robust input validation in
preventing security breaches and underscores the need for a
proactive approach to security in software development.”

C. Implications

Our quantitative and qualitative evaluation revealed an over-
all positive trend in the improvements in student self-efficacy
due to our course module. In addition, students appreciated
the course module, particularly our efforts in recording a
video that reproduces a vulnerability and demonstrates how
it can be exploited. However, we observed a smaller positive
difference in the students’ perception of the importance of
secure programming and their awareness of security issues in
their code. This was because students ranked those character-
istics highly even prior to the module. This observation aligns
with findings from other researchers, who noted that students
recognize the importance of secure coding but often lack the
necessary skills to write secure code [7], [29]. Our course
module specifically enhanced learning self-efficacy concerning
improper input validation, the vulnerability we focused on.
This suggests that employing real-world vulnerabilities can be
an effective way to learn secure programming.

D. Threats to Validity

There are several key threats to validity of our study that
might affect the interpretation and generalizability of our
findings.

External validity concerns the extent to which our results
can be generalized. Our study’s participants were drawn from
only two universities and all were enrolled in a programming
course (CS2 and CS3), which may not be representative of all
computer science students. The risk is mitigated by the fact
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that both universities have a large and diverse population of
students.

The design of the surveys and the choice of questions could
also impact our findings and is a source of construct validity.
The reliance on self-reported measures, especially in assessing
understanding of secure programming, might not accurately
reflect the participants’ actual skills and knowledge in the
subject. This threat is mitigated by the fact that used both
qualitative and quantitative measures to get a more complete
picture of the students perceptions and that the goal of the
study was to measure student perceptions and not their actual
learning gain.

Internal validity concerns include how well the study was
conducted and whether the results can be attributed to the
interventions made. The single-session format of the course
module might not be sufficient to instigate significant changes
in understanding or attitudes toward secure programming. Ad-
ditionally, by using a single-session format, we may observe
a reduced effect size. However, we note that multi-session
format may introduce its own set of confounding factors,
such as maturation (i.e., a natural improvement in student
knowledge over time) [35]. Furthermore, we did not ensure
that the participants fully read the course module content
and watched the recorded video. This risk is mitigated by
the fact that the study was performed in a classroom setting
where students were generally focused on their task and had
few distractions. Finally, an internal threat to validity arises
from the absence of a random control group in the study. We
mitigate this threat by recruiting numerous participants and
enlisting two distinct universities in the study [35].

VI. CONCLUSIONS

Teaching secure programming is crucial for mitigating
software security threats. However, students often struggle to
maintain and apply their secure programming skills in new
tasks. The availability of large vulnerability databases offers
a chance to introduce real-world software vulnerabilities into
educational settings. These real-world examples are authentic
and can resonate with students’ experiences. Our study, one of
the first of its kind, investigates whether the authenticity and
relevance of these vulnerabilities affect students’ self-efficacy
and awareness in secure programming.

We designed course modules centered on a real-world input
validation vulnerability. Using a module, we designed a quasi-
experiment study and implemented it at two universities. Using
Likert scale questionnaires and open-ended questions, we
assessed the module’s impact quantitatively and qualitatively.
The results indicate that incorporating real-world vulnerabil-
ities positively influences students’ learning disposition and
self-efficacy in secure programming.

However, this study has limitations, including its single-
experiment nature and mixed student responses to certain sur-
vey questions. These mixed responses might reflect students’
views of their assignments as lacking real-world security
significance, underscoring the need for a stronger focus on
secure programming in curricula.

This research is a preliminary step in developing pedagogy
and materials that use real-world vulnerabilities to enhance
secure programming education. Future research will explore
different security vulnerabilities and educational methods,
aiming to not only assess self-efficacy but also examine
directly students’ mastery of secure programming skills and
knowledge and assess the extent to which design factors of the
pedagogy and materials affect students’ learning disposition
towards secure programming.
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